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# **1 ФОРМУЛИРОВКА ЗАДАЧИ**

Целью выполнения лабораторной работы является разбор подходов, системных объектов и функций для обеспечения синхронизации и передачи управления между взаимодействующими процессами. Рассмотреть типичные проблемы, возникающие при организации взаимодействия, и пути их решения.

В качестве задачи необходимо реализовать приложение, демонстрирующее параллельную согласованную работу процессов (потоков) и их взаимодействие. Произвести анализ корректности (отсутствия коллизий). Оценить эффективность механизмов синхронизации (ISO).

Нужно реализовать модель взаимодействия процессов (потоков) «писатели-читатели» с возможностью параметризации и наглядного представления результатов. Так как речь идет о модели, реальные данные не обязательны, можно ограничиться моделированием обращений к ним (обращение характеризуется параметрами запроса, моментом обращения,длительностью исполнения).

Нужно обеспечить корректное функционирование, т.е. избегание как «грязного» считывания данных и одновременно минимизировать блокировки.

Изменяемые параметры модели: количество «писателей» и «читателей»;интенсивность их обращений к ресурсам, длительность использования ресурса, размер блока данных и т.п. (характеристики случайных величин при моделировании).

В качестве результатов моделирования: соотношение времени активности/блокировки участников; соотношение успешных/неуспешных обращений; общая эффективность (пропускная способность) по «записи» и «чтению».

2 КРАТКИЕ ТЕОРИТИЧЕСКИЕ СВЕДЕНИЯ

Критический ресурс – это ресурс системы, который не может одновременно использоваться более чем ограниченным числом пользователей. Чаще всего это означает, что доступ к ресурсу может получить только один пользователь в любой момент времени.

Критическая секция – это часть кода программы, которая требует монопольного доступа к общим ресурсам, которые не могут быть использованы более чем одним потоком одновременно. Если в критической секции одновременно находятся более одного процесса, возникает состояние, называемое «гонкой» [1].

Межпроцессное взаимодействие (IPC) – это обмен данными между потоками, как внутри одного процесса, так и между процессами на разных компьютерах в сети. Оно реализуется с помощью механизмов, предоставляемых операционной системой, или с помощью механизмов, реализующих новые возможности IPC [2].

Основная идея IPC заключается в проверке и модификации некоторого флага (признака) перед доступом к критическому ресурсу. Значение этого флага указывает на состояние ресурса: свободен он или занят. Основная проблема заключается в том, что регулятор доступа к критическому ресурсу сам является критическим ресурсом, и обращения к нему также становятся критической секцией, что вызывает рекурсивное замыкание требований.

Семафор – это глобальная переменная-счетчик (S), принимающая неотрицательные целочисленные значения. Для доступа к семафору используются атомарные операции P(S) и V(S):

1. P(S) – условный декремент: если значение семафора равно 0, поток блокируется до тех пор, пока значение не станет положительным.
2. V(S) – безусловный инкремент счетчика.

Мьютекс можно рассматривать как упрощенную версию двузначного семафора, где состояние интерпретируется как «свободно» или «занято», а операции доступа – как «захват» и «освобождение». Попытка повторного захвата мьютекса тем же потоком блокирует его до тех пор, пока другой поток не освободит мьютекс.

Барьер (barrier) – это объект синхронизации, который координирует выполнение процессов (потоков). Каждый поток запрашивает барьер, и, если количество таких запросов не достигло заранее заданного значения, потоки находятся в состоянии ожидания. Как только количество запросов достигает требуемого, все потоки продолжают выполнение, и барьер «освобождается».

3 ОПИСАНИЕ ФУНКЦИЙ ПРОГРАММЫ

Для реализации параллельной согласованной работы процессов (потоков) и их взаимодействие будем создавать файл, над которым будут конкурировать потоки для чтения и записи.

## **3.1 Используемые ISO**

В качестве ресурсов синхронизации используются следующие объекты:

1 *resourceMutex —* мьютекс для обеспечения взаимного исключения между писателями и читателями, когда они обращаются к общему ресурсу;

2 *readerCountMutex* — мьютекс для защиты счётчика активных читателей, предотвращающий состояние гонки при его изменении;

3*readerCount* — переменная, которая отслеживает текущее количество активных потоков-читателей. Она используется для блокировки писателей, если есть хотя бы один активный читатель;

Мьютексы (*resourceMutex*, *readerCountMutex*) применяются для атомарного изменения состояния критических данных. Например, изменение счётчика читателей (r*eaderCount*) должно выполняться безопасно, чтобы избежать нарушения логики синхронизации.

## **3.2 Создание потоков**

Идет формирование последовательности потоков для выполнения:

Для каждого элемента массива *ids* создается поток с определенной функцией.

Если элемент является писателем, то создается поток с функцией *Writer,* уникальный идентификатор писателя передаётся в поток через массив *ids*.

Если элемент является читателем, то создается поток с функцией *Reader,* аналогично передаётся идентификатор читателя.

## **3.3 Функция *Writer***

В начале работы потока выводится сообщение о том, что писатель ожидает доступа к файлу. Это уведомление сообщает, что поток пытается получить доступ к ресурсу (файлу), чтобы начать запись. Идет измерение времени ожидания:

1 Сохраняется время начала ожидания;

2 Поток блокируется на мьютексе (для безопасного изменения общего ресурса);

3 После получения доступа вычисляется время ожидания которое добавляется к общей статистике;

Далее писатель открывает файл и записывает свой идентификатор (*id*) и текущее время в файл с помощью *GetTickCount64().* После всех действий писатель освобождает мьютекс, позволяя другим потокам использовать общий ресурс.

Результат работы писателя (рисунок 3.1).

![Изображение выглядит как текст, Шрифт, снимок экрана, Графика

Автоматически созданное описание](data:image/png;base64,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)

Рисунок 3.1 – Результаты работы писателя

Симулируется процесс записи с задержкой в 300 мс (*simulate\_delay(100, 200)*). Если файл не удалось открыть, то выводится сообщение об ошибке.

**3.4 Функция Reader**

Функция *Reader* представляет поток читателя в многопоточном приложении. Основная задача читателя ‒ безопасно читать данные из одного-двух файлов, используя синхронизацию для координации доступа с писателями и другими читателями.

Если текущий поток ‒ первый читатель, он блокирует семафор писателей, чтобы никакой писатель не начал запись, пока он читает. Вычисляется время, которое читатель ожидал доступа к ресурсу. После ожидания мьютекс освобождается, так как все изменения, связанные с *readCount*, завершены.

Далее идет открытие файла для чтения. Все строки читаются из файла и собираются в одну строку. Если файл открыт: симулируется задержка для имитации чтения. После чтения добавляется 500 мс, чтобы симулировать завершение работы. Снова захватывается мьютекс, чтобы уменьшить счётчик читателей.

Результаты работы читателя (рисунок 3.2).
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Рисунок 3.2 – Результаты работы читателя

Чтение блокируется писателями: если есть активные читатели, писатели не могут записывать данные. Это достигается с помощью механизма блокировки первого читателя и освобождения последнего. Несколько читателей могут читать файл одновременно, пока писатели ждут. Время ожидания каждого читателя учитывается, чтобы анализировать производительность.

Ожидание доступа происходит для получения доступа к мьютексу, чтобы безопасно изменять счётчик читателей (*readCount*). Также происходит контроль общего числа одновременно читающих потоков и увеличивается счётчик активных читателей для данного файла.

ЗАКЛЮЧЕНИЕ

В ходе данной лабораторной работы было разработано приложение, демонстрирующее параллельное взаимодействие процессов (потоков) с обеспечением их согласованной работы. Реализованы функции для потоков, которые выполняют роли писателей или читателей. Для обеспечения параллельной согласованной работы потоков использованы объекты синхронизации: мьютекс, семафоры для читателей и писателей. Мьютекс используется для обеспечения потокобезопасного изменения счетчика читателей, что исключает возможность «грязного» чтения или записи, а также доступ к ресурсу, который в данный момент не подготовлен для использования.

В результате работы программы обеспечена корректная обработка файлов потоками, а объекты синхронизации гарантируют их правильную работу. Однако, несмотря на это, присутствует время простоя потоков, связанное с необходимостью ожидания доступа к ресурсу. Потоки читатели могли ожидать в среднем 2063 мс. Суммарное ожидание составляет 20630 мс. Потоки писатели могли ожидать в среднем 516 мс. Суммарное ожидание составляет 1032 мс.

Типичная проблема заключается в том, что «читатели» могут захватывать доступ ко всем ресурсам, так как их количество обычно больше, а интенсивность чтения выше. Для решения этой проблемы использовались семафоры и мьютексы. Это позволяет сохранять текущие активные читатели, но блокирует появление новых. Запросы на запись имеют приоритет перед запросами на чтение, но не мешают самим процессам чтения.
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ПРИЛОЖЕНИЕ А

(обязательное)

**Исходный код программы**

#include <windows.h>

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#define MAX\_READERS 10

#define MAX\_WRITERS 5

#define RESOURCE\_USE\_TIME 2000 // Время использования ресурса (мс)

#define DELAY\_TIME 1000 // Задержка между операциями (мс)

const char\* FILENAME = "shared\_resource.txt"; // Имя файла для чтения/записи

// Глобальные переменные

HANDLE resourceMutex; // Для контроля доступа писателей

HANDLE readerCountMutex; // Для синхронизации счётчика читателей

int readerCount = 0; // Текущее количество активных читателей

double totalReaderWaitTime = 0.0;

double totalWriterWaitTime = 0.0;

int readerOps = 0;

int writerOps = 0;

// Логирование событий

CRITICAL\_SECTION logLock;

void log\_message(const char\* role, int id, const char\* action) {

EnterCriticalSection(&logLock);

printf("[%s %d] %s\n", role, id, action);

LeaveCriticalSection(&logLock);

}

// Симуляция задержки

void simulate\_delay(int minTime, int maxTime) {

Sleep((rand() % (maxTime - minTime + 1)) + minTime);

}

// Чтение из файла

void read\_file(int readerId) {

FILE\* file = nullptr;

// Открываем файл для чтения

if (fopen\_s(&file, FILENAME, "r") == 0 && file != nullptr) {

char buffer[256];

size\_t totalChars = 0;

// Читаем содержимое файла

while (fgets(buffer, sizeof(buffer), file)) {

totalChars += strlen(buffer);

simulate\_delay(100, 200); // Симуляция задержки при чтении

}

fclose(file);

log\_message("Reader", readerId, "read from file");

}

else {

log\_message("Reader", readerId, "failed to open file for reading");

printf("[Reader %d] Error opening file for reading\n", readerId);

}

}

// Запись в файл

void write\_file(int writerId) {

FILE\* file = nullptr;

// Открываем файл для записи (добавление в конец)

if (fopen\_s(&file, FILENAME, "a") == 0 && file != nullptr) {

// Генерация данных для записи

char buffer[128];

snprintf(buffer, sizeof(buffer), "[Writer %d] wrote data at %llu\n", writerId, GetTickCount64());

// Пишем данные в файл

if (fputs(buffer, file) != EOF) {

log\_message("Writer", writerId, "wrote to file");

printf("[Writer %d] Wrote data to file\n", writerId);

}

else {

log\_message("Writer", writerId, "failed to write to file");

printf("[Writer %d] Error writing to file\n", writerId);

}

fclose(file);

}

else {

log\_message("Writer", writerId, "failed to open file for writing");

printf("[Writer %d] Error opening file for writing\n", writerId);

}

// Симуляция времени работы с ресурсом

simulate\_delay(100, 200);

}

// Читатель

DWORD WINAPI reader(LPVOID param) {

int id = \*(int\*)param;

while (1) {

simulate\_delay(500, DELAY\_TIME);

DWORD startWait = GetTickCount64();

// Запрашиваем доступ к счётчику читателей

WaitForSingleObject(readerCountMutex, INFINITE);

if (readerCount == 0) {

WaitForSingleObject(resourceMutex, INFINITE); // Если первый читатель, блокируем писателей

}

readerCount++;

ReleaseMutex(readerCountMutex);

DWORD endWait = GetTickCount64();

totalReaderWaitTime += (endWait - startWait);

readerOps++;

// Чтение

log\_message("Reader", id, "started reading");

read\_file(id);

simulate\_delay(500, RESOURCE\_USE\_TIME);

log\_message("Reader", id, "finished reading");

// Освобождаем ресурс

WaitForSingleObject(readerCountMutex, INFINITE);

readerCount--;

if (readerCount == 0) {

ReleaseMutex(resourceMutex); // Если последний читатель, освобождаем писателей

}

ReleaseMutex(readerCountMutex);

}

return 0;

}

// Писатель

DWORD WINAPI writer(LPVOID param) {

int id = \*(int\*)param;

while (1) {

simulate\_delay(500, DELAY\_TIME);

DWORD startWait = GetTickCount64();

// Запрашиваем доступ к ресурсу

WaitForSingleObject(resourceMutex, INFINITE);

DWORD endWait = GetTickCount64();

totalWriterWaitTime += (endWait - startWait);

writerOps++;

// Запись

log\_message("Writer", id, "started writing");

write\_file(id);

simulate\_delay(500, RESOURCE\_USE\_TIME);

log\_message("Writer", id, "finished writing");

// Освобождаем ресурс

ReleaseMutex(resourceMutex);

}

return 0;

}

int main() {

srand((unsigned int)time(NULL));

// Инициализация

InitializeCriticalSection(&logLock);

resourceMutex = CreateMutex(NULL, FALSE, NULL);

readerCountMutex = CreateMutex(NULL, FALSE, NULL);

HANDLE threads[MAX\_READERS + MAX\_WRITERS];

int ids[MAX\_READERS + MAX\_WRITERS];

// Создаём потоки читателей

for (int i = 0; i < MAX\_READERS; i++) {

ids[i] = i + 1;

threads[i] = CreateThread(NULL, 0, reader, &ids[i], 0, NULL);

}

// Создаём потоки писателей

for (int i = 0; i < MAX\_WRITERS; i++) {

ids[MAX\_READERS + i] = i + 1;

threads[MAX\_READERS + i] = CreateThread(NULL, 0, writer, &ids[MAX\_READERS + i], 0, NULL);

}

// Работаем заданное время, например, 30 секунд

Sleep(10000);

// Завершаем потоки (в данной модели потоки бесконечные, поэтому принудительно)

for (int i = 0; i < MAX\_READERS + MAX\_WRITERS; i++) {

TerminateThread(threads[i], 0);

CloseHandle(threads[i]);

}

// Вывод статистики

printf("\n--- Statistics ---\n");

printf("Total Reader Wait Time: %.2f ms\n", totalReaderWaitTime);

printf("Average Reader Wait Time: %.2f ms\n", readerOps > 0 ? totalReaderWaitTime / readerOps : 0.0);

printf("Total Writer Wait Time: %.2f ms\n", totalWriterWaitTime);

printf("Average Writer Wait Time: %.2f ms\n", writerOps > 0 ? totalWriterWaitTime / writerOps : 0.0);

// Освобождение ресурсов

DeleteCriticalSection(&logLock);

CloseHandle(resourceMutex);

CloseHandle(readerCountMutex);

return 0;

}